WD changes for JCTVC-R0219 based on JCTVC-P1005:

### Decoding process for intra blocks

#### General decoding process for intra blocks

…

– Otherwise (splitFlag is equal to 0), for the variable blkIdx proceeding over the values 0..( cIdx > 0  &&  ChromaArrayType  = =  2 ? 1 : 0 ), the following ordered steps apply:

1. The variable nTbS is set equal to 1  <<  log2TrafoSize.
2. The variable yTbOffset is set equal to blkIdx \* nTbS.
3. The variable yTbOffsetY is set equal to yTbOffset \* SubHeightC.
4. The variable residualDpcm is derived as follows:
   * If all of the following conditions are true, residualDpcm is set equal to 1.
     + implicit\_rdpcm\_enabled\_flag is equal to 1.
     + either transform\_skip\_flag[ xTbY ][ yTbY + yTbOffsetY ][ cIdx ] is equal to 1, or cu\_transquant\_bypass\_flag is equal to 1.
     + either predModeIntra is equal to 10, or predModeIntra is equal to 26.
   * Otherwise, residualDpcm is set equal to explicit\_rdpcm\_flag[ xTbY ][ yTbY + yTbOffsetY ][ cIdx ].
5. Depending upon the value of predModeIntraBc, the following applies:

– When predModeIntraBc is equal to 0, the general intra sample prediction process as specified in subclause 8.4.4.2.1 is invoked with the transform block location ( xTb0, yTb0 + yTbOffset ), the intra prediction mode predModeIntra, the transform block size nTbS, and the variable cIdx as inputs, and the output is an (nTbS)x(nTbS) array predSamples.

– Otherwise (predModeIntraBc is equal to 1), the intra block copying process as specified in subclause 8.4.4.2.7 is invoked with the transform block location ( xTb0, yTb0 + yTbOffset ), the transform block size nTbS, the variable trafoDepth, the variable bvIntra, and the variable cIdx as inputs, and the output is an (nTbS)x(nTbS) array predSamples and a 1x(2\*nTbs-1) array predSampleDiff.

1. The scaling and transformation process as specified in subclause 8.6.2 is invoked with the luma location ( xTbY, yTbY + yTbOffsetY ), the variable trafoDepth, the variable cIdx, and the transform size trafoSize set equal to nTbS as inputs, and the output is an (nTbS)x(nTbS) array resSamples.
2. When residualDpcm is equal to 1, depending upon the value of predModeIntraBc, the following applies:

– When predModeIntraBc is equal to 0, the directional residual modification process for blocks using a transform bypass as specified in subclause 8.6.5 is invoked with the variable mDir set equal to predModeIntra / 26, the variable nTbS, and the (nTbS)x(nTbS) array r set equal to the array resSamples as inputs, and the output is a modified (nTbS)x(nTbS) array resSamples.

– Otherwise, (predModeIntraBc is equal to 1), the directional residual modification process for blocks using a transform bypass as specified in subclause 8.6.5 is invoked with the variable mDir set equal to explicit\_rdpcm\_dir\_flag[ xTbY ][ yTbY + yTbOffsetY ][ cIdx ], the variable nTbS, and the (nTbS)x(nTbS) array r set equal to the array resSamples as inputs, and the output is a modified (nTbS)x(nTbS) array resSamples.

1. When cross\_component\_prediction\_enabled\_flag is equal to 1, ChromaArrayType is equal to 3, and cIdx is not equal to 0, the residual modification process for transform blocks using cross-component prediction as specified in subclause 8.6.6 is invoked with the current luma transform block location ( xTbY, yTbY ), the variable nTbS, the variable cIdx, the (nTbS)x(nTbS) array rY set equal to the corresponding luma residual sample array resSamples of the current transform block, the 1x(2\*nTbs-1) array b set equal to array predSampleDiff and the (nTbS)x(nTbS) array r set equal to the array resSamples as inputs, and the output is a modified (nTbS)x(nTbS) array resSamples.
2. The picture reconstruction process prior to in-loop filtering for a colour component as specified in subclause 8.6.6 is invoked with the transform block location ( xTb0, yTb0 + yTbOffset ), the variables nCurrSw and nCurrSh both set equal to nTbS, the variable cIdx, the (nTbS)x(nTbS) array predSamples, and the (nTbS)x(nTbS) array resSamples as inputs.

…

* + - * 1. **Specification of intra prediction mode INTRA\_DC**

Inputs to this process are:

– the neighbouring samples p[ x ][ y ], with x = −1, y = −1..nTbS \* 2 − 1 and x = 0..nTbS \* 2 − 1, y = −1,

– a variable nTbS specifying the transform block size,

– a variable cIdx specifying the colour component of the current block.

Outputs of this process are

– the predicted samples predSamples[ x ][ y ], with x, y = 0..nTbS − 1,

– the offset values predSampleDiff[m], with m = 0..2\*nTbS – 2.

The values of the prediction samples predSamples[ x ][ y ], with x, y = 0..nTbS − 1, are derived by the following ordered steps:

1. A variable dcVal is derived as follows:

dcVal = ![](data:image/x-wmf;base64,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) (8‑41)

where k = Log2( nTbS ).

1. Depending on the value of the colour component index cIdx, the following applies:

* If cIdx is equal to 0 and nTbS is less than 32, the following applies:

predSamples[ 0 ][ 0 ] = ( p[ −1 ][ 0 ] + 2 \* dcVal + p[ 0 ][ −1 ] + 2 )  >>  2 (8‑42)

predSamples[ x ][ 0 ] = ( p[ x ][ −1 ] + 3 \* dcVal + 2 )  >>  2, with x = 1..nTbS − 1 (8‑43)

predSamples[ 0 ][ y ] = ( p[ −1 ][ y ] + 3 \* dcVal + 2 )  >>  2, with y = 1..nTbS − 1 (8‑44)

predSamples[ x ][ y ] = dcVal, with x, y = 1..nTbS − 1 (8‑45)

* Otherwise, the prediction samples predSamples[ x ][ y ] are derived as follows:

predSamples[ x ][ y ] = dcVal, with x, y = 0..nTbS − 1 (8‑46)

1. The offset values predSampleDiff[ m ] are derived as follows:

predSampleDiff[ m ] = predSamples[ x ][ y ] − dcVal, with x=0, y= 0..nTbS – 1 and x= 1..nTbS – 1, y=0 for m = nTbS – 1 – y + x.

* + - * 1. **Specification of intra prediction mode in the range of INTRA\_ANGULAR2.. INTRA\_ANGULAR34**

Inputs to this process are:

– the intra prediction mode predModeIntra,

– the neighbouring samples p[ x ][ y ], with x = −1, y = −1..nTbS \* 2 − 1 and x = 0..nTbS \* 2 − 1, y = −1,

– a variable nTbS specifying the transform block size,

– a variable cIdx specifying the colour component of the current block.

Outputs of this process are

– the predicted samples predSamples[ x ][ y ], with x, y = 0..nTbS − 1,

– the offset values predSampleDiff[m], with m = 0..2\*nTbS – 2.

…

– If predModeIntra is equal or greater than 18, the following ordered steps apply:

1. The reference sample array ref[ x ] is specified as follows:

* The following applies:

ref[ x ] = p[ −1 + x ][ −1 ], with x = 0..nTbS (8‑47)

* If intraPredAngle is less than 0, the main reference sample array is extended as follows:
* When ( nTbS \* intraPredAngle )  >>  5 is less than −1,

ref[ x ] = p[ −1 ][ −1 + ( ( x \* invAngle + 128 )  >>  8 ) ],  
 with x = −1..( nTbS \* intraPredAngle )  >>  5 (8‑48)

* Otherwise,

ref[ x ] = p[ −1 + x ][ −1 ], with x = nTbS + 1..2 \* nTbS (8‑49)

1. The values of the prediction samples predSamples[ x ][ y ], with x, y = 0..nTbS − 1 are derived as follows:
   1. The index variable iIdx and the multiplication factor iFact are derived as follows:

iIdx = ( ( y + 1 ) \* intraPredAngle )  >>  5 (8‑50)

iFact = ( ( y + 1 ) \* intraPredAngle ) & 31 (8‑51)

* 1. Depending on the value of iFact, the following applies:
* If iFact is not equal to 0, the value of the prediction samples predSamples[ x ][ y ] is derived as follows:

predSamples[ x ][ y ] =   
 ( ( 32 − iFact ) \* ref[ x + iIdx + 1 ] + iFact \* ref[ x + iIdx + 2 ] + 16 )  >>  5 (8‑52)

* Otherwise, the value of the prediction samples predSamples[ x ][ y ] is derived as follows:

predSamples[ x ][ y ] = ref[ x + iIdx + 1 ] (8‑53)

* 1. ~~When~~ If predModeIntra is equal to 26 (vertical), cIdx is equal to 0, nTbS is less than 32 and disableIntraBoundaryFilter is equal to 0, the following filtering applies with x = 0, y = 0..nTbS − 1:

predSamples[ x ][ y ] = Clip1Y( p[ x ][ −1 ] + ( ( p[ −1 ][ y ] − p[ −1 ][ −1 ] )  >>  1 ) ) (8‑54)

and the offset values predSampleDiff[ m ] are derived as follows:

predSampleDiff[  m ] = predSamples[ 0 ][ y ] − p[ x ][ −1 ] , with x=0, y= 0..nTbS – 1 for m = nTbS – 1 – y + x.

predSampleDiff[ m ] = 0 , with m = nTbS..2\*nTbS – 2.

– Otherwise the offset values predSampleDiff[ m ] are derived as follows:

predSampleDiff[ m ] = 0 , with m = 0..2\*nTbS – 2.

– Otherwise (predModeIntra is less than 18), the following ordered steps apply:

1. The reference sample array ref[ x ] is specified as follows:

* The following applies:

ref[ x ] = p[ −1 ][ −1 + x ], with x = 0..nTbS (8‑55)

* If intraPredAngle is less than 0, the main reference sample array is extended as follows:
* When ( nTbS \* intraPredAngle )  >>  5 is less than −1,

ref[ x ] = p[ −1 + ( ( x \* invAngle + 128 )  >>  8 ) ][ −1 ],  
 with x = −1..( nTbS \* intraPredAngle )  >>  5 (8‑56)

* Otherwise,

ref[ x ] = p[ −1 ][ −1 + x ], with x = nTbS + 1..2 \* nTbS (8‑57)

1. The values of the prediction samples predSamples[ x ][ y ], with x, y = 0..nTbS − 1 are derived as follows:
2. The index variable iIdx and the multiplication factor iFact are derived as follows:

iIdx = ( ( x + 1 ) \* intraPredAngle )  >>  5 (8‑58)

iFact = ( ( x + 1 ) \* intraPredAngle ) & 31 (8‑59)

1. Depending on the value of iFact, the following applies:

* If iFact is not equal to 0, the value of the prediction samples predSamples[ x ][ y ] is derived as follows:

predSamples[ x ][ y ] =   
 ( ( 32 − iFact ) \* ref[ y + iIdx + 1 ] + iFact \* ref[ y + iIdx + 2 ] + 16 )  >>  5 (8‑60)

* Otherwise, the value of the prediction samples predSamples[ x ][ y ] is derived as follows:

predSamples[ x ][ y ] = ref[ y + iIdx + 1 ] (8‑61)

1. ~~When~~ If predModeIntra is equal to 10 (horizontal), cIdx is equal to 0, nTbS is less than 32 and disableIntraBoundaryFilter is equal to 0, the following filtering applies with x = 0..nTbS − 1, y = 0:

predSamples[ x ][ y ] = Clip1Y( p[ −1 ][ y ] + ( ( p[ x ][ −1 ] − p[ −1 ][ −1 ] )  >>  1 ) ) (8‑62)

and the offset values predSampleDiff[ m ] are derived as follows:

predSampleDiff[  m ] = predSamples[ x ][ 0 ] − p[ −1 ][ y ] , with x=0..nTbS – 1, y= 0 for m = nTbS – 1 – y + x.

predSampleDiff[ m ] = 0 , with m = 0..nTbS – 2.

– Otherwise the offset values predSampleDiff[ m ] are derived as follows:

predSampleDiff[ m ] = 0 , with m = 0..2\*nTbS – 2.

### 8.6.6 Residual modification process for transform blocks using cross-component prediction

This process is only invoked when ChromaArrayType is equal to 3.

Inputs to this process are:

– a luma location ( xTbY, yTbY ) specifying the top-left sample of the current luma transform block relative to the top‑left luma sample of the current picture,

– a variable nTbS specifying the transform block size,

– a variable cIdx specifying the colour component of the current block,

– an (nTbS)x(nTbS) array of luma residual samples rY with elements rY[ x ][ y ],

– an (nTbS)x(nTbS) array of residual samples r with elements r[ x ][ y ].

– a 1x(2\*nTbS-1) array of prediction offset samples b with elements b[m].

Output of this process is the modified (nTbS)x(nTbS) array r of residual samples.

The (nTbS)x(nTbS) array of residual samples r with  x = 1..nTbS − 1, y = 1..nTbS − 1  is modified as follows:

r[ x ][ y ] += ( ResScaleVal[ cIdx ][ xTbY ][ yTbY ] \* (8‑298)  
 ( ( rY[ x ][ y ]  <<  BitDepthC )  >>  BitDepthY ) ) >> 3

r with x = 0, y = 0..nTbS − 1 and  r with x = 1..nTbS − 1 , y = 0 is modified as follows:

r[ x ][ y ] += ( ResScaleVal[ cIdx ][ xTbY ][ yTbY ] \* (8‑299)  
 (  ( ( rY[ x ][ y ] + b[ nTbS – 1 − y + x ])  <<  BitDepthC )  >>  BitDepthY ) ) >> 3