# Draft Text Specification

The proposed text changes are based on the document JCTVC-M1005-v2.doc. The changes are marked in yellow. It is suggested to replace subsection 8.4.4.2.1 and additionally add section 8.4.4.2.7.

**7.3.8.11 Residual coding syntax**

|  |  |
| --- | --- |
| residual\_coding( x0, y0, log2TrafoSize, cIdx ) { | **Descriptor** |
| … |  |
| for( n = 15; n >= 0; n− − ) { |  |
| xC = ( xS << 2 ) + ScanOrder[ 2 ][ scanIdx ][ n ][ 0 ] |  |
| yC = ( yS << 2 ) + ScanOrder[ 2 ][ scanIdx ][ n ][ 1 ] |  |
| if( sig\_coeff\_flag[ xC ][ yC ] ) { |  |
| if( numGreater1Flag < 8 ) { |  |
| **coeff\_abs\_level\_greater1\_flag**[ n ] | ae(v) |
| numGreater1Flag++ |  |
| if( coeff\_abs\_level\_greater1\_flag[ n ] && lastGreater1ScanPos = = −1 ) |  |
| lastGreater1ScanPos = n |  |
| } |  |
| if( lastSigScanPos = = −1 ) |  |
| lastSigScanPos = n |  |
| firstSigScanPos = n |  |
| } |  |
| } |  |
| signHidden = ( lastSigScanPos − firstSigScanPos > 3 && !cu\_transquant\_bypass\_flag ) |  |
| if ( cu\_transform\_skip\_flag && ( CuPredMode[ x0 ][ y0 ] == MODE\_INTRA ) && ( predModeIntra == INTRA\_DC || predModeIntra == INTRA\_PLANAR ) |  |
| signHidden = 0 |  |
| if( lastGreater1ScanPos != −1 ) |  |
| … |  |

**8.4.4.2.1 General intra sample prediction**

Inputs to this process are:

– a sample location ( xTbCmp, yTbCmp ) specifying the top-left sample of the current transform block relative to the top‑left sample of the current picture,

– a variable predModeIntra specifying the intra prediction mode,

– a variable nTbS specifying the transform block size,

– a variable cIdx specifying the colour component of the current block.

– a variable cIdx specifying the colour component of the current block~~.~~,

* the residual sample array values r[ x ][ y ], with x, y = 0..nTbS−1.

Output of this process is the predicted samples predSamples[ x ][ y ], with x, y = 0..nTbS − 1.

The intra sample prediction process according to predModeIntra and trans\_quant\_bypass\_flag applies as follows:

* If predModeIntra is equal to INTRA\_PLANAR and trans\_quant\_bypass\_flag is equal to 1, the process specified in subclause 8.4.4.2.7 is applied.
* Otherwise the following process is applied:

The nTbS \* 4 + 1 neighbouring samples p[ x ][ y ] that are constructed samples prior to the deblocking filter process, with x = −1, y = −1..nTbS \* 2 − 1 and x = 0..nTbS \* 2 − 1, y = −1, are derived as follows:

– The neighbouring location (xNbCmp, yNbCmp ) is specified by:

( xNbCmp, yNbCmp ) = ( xTbCmp + x, yTbCmp + y ) (8‑27)

* The current luma location ( xTbY, yTbY ) and the neighbouring luma location (xNbY, yNbY ) are derived as follows:

( xTbY, yTbY ) = ( cIdx  = =  0 ) ? ( xTbCmp, yTbCmp ) : ( xTbCmp \* SubWidthC, yTbCmp \* SubHeightC ) (8‑28)

( xNbY, yNbY ) = ( cIdx  = =  0 ) ? ( xNbCmp, yNbCmp ) : ( xNbCmp \* SubWidthC, yNbCmp \* SubHeightC ) (8‑29)

* The availability derivation process for a block in z-scan order as specified in subclause 6.4.1 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xTbY, yTbY ) and the neighbouring luma location ( xNbY, yNbY ) as inputs, and the output is assigned to availableN.

– Each sample p[ x ][ y ] is derived as follows:

* If one or more of the following conditions are true, the sample p[ x ][ y ] is marked as "not available for intra prediction":
  + The variable availableN is equal to FALSE.
  + CuPredMode[ xNbY ][ yNbY ] is not equal to MODE\_INTRA and constrained\_intra\_pred\_flag is equal to 1.
* Otherwise, the sample p[ x ][ y ] is marked as "available for intra prediction" and the sample at the location ( xNbCmp, yNbCmp ) is assigned to p[ x ][ y ].

When at least one sample p[ x ][ y ] with x = −1, y = −1..nTbS \* 2 − 1 and x = 0..nTbS \* 2 − 1, y = −1 is marked as "not available for intra prediction", the reference sample substitution process for intra sample prediction in subclause 8.4.4.2.2 is invoked with the samples p[ x ][ y ] with x = −1, y = −1..nTbS \* 2 − 1 and x = 0..nTbS \* 2 − 1, y = −1, nTbS, and cIdx as inputs, and the modified samples p[ x ][ y ] with x = −1, y = −1..nTbS \* 2 − 1 and x = 0..nTbS \* 2 − 1, y = −1 as output.

Depending on the value of predModeIntra, the following ordered steps apply:

1. When cIdx is equal to 0 or ChromaArrayType is equal to 3, the filtering process of neighbouring samples specified in subclause 8.4.4.2.3 is invoked with the sample array p and the transform block size nTbS as inputs, and the output is reassigned to the sample array p.
2. The intra sample prediction process according to predModeIntra applies as follows:
   * If predModeIntra is equal to INTRA\_PLANAR, the corresponding intra prediction mode specified in subclause 8.4.4.2.4 is invoked with the sample array p and the transform block size nTbS as inputs, and the output is the predicted sample array predSamples.
   * Otherwise, if predModeIntra is equal to INTRA\_DC, the corresponding intra prediction mode specified in subclause 8.4.4.2.5 is invoked with the sample array p, the transform block size nTbS, and the colour component index cIdx as inputs, and the output is the predicted sample array predSamples.
   * Otherwise (predModeIntra is in the range of INTRA\_ANGULAR2..INTRA\_ANGULAR34), the corresponding intra prediction mode specified in subclause 8.4.4.2.6 is invoked with the intra prediction mode predModeIntra, the sample array p, the transform block size nTbS, and the colour component index cIdx as inputs, and the output is the predicted sample array predSamples.

**8.4.4.2.5 Specification of intra prediction mode INTRA\_DC**

Inputs to this process are:

– the neighbouring samples p[ x ][ y ], with x = −1, y = −1..nTbS \* 2 − 1 and x = 0..nTbS \* 2 − 1, y = −1,

– a variable nTbS specifying the transform block size,

– a variable cIdx specifying the colour component of the current block.

Outputs of this process are the predicted samples predSamples[ x ][ y ], with x, y = 0..nTbS − 1.

If cu\_transquant\_bypass\_flag is equal to 0 and cu\_transform\_skip\_flag is equal to 0, the ~~The~~ values of the prediction samples predSamples[ x ][ y ], with x, y = 0..nTbS − 1, are derived by the following ordered steps:

1. A variable dcVal is derived as follows:

dcVal = ![](data:image/x-wmf;base64,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) (8‑41)

where k = Log2( nTbS ).

1. Depending on the value of the colour component index cIdx, the following applies:

* If cIdx is equal to 0 and nTbS is less than 32, the following applies:

predSamples[ 0 ][ 0 ] = ( p[ −1 ][ 0 ] + 2 \* dcVal + p[ 0 ][ −1 ] + 2 )  >>  2 (8‑42)

predSamples[ x ][ 0 ] = ( p[ x ][ −1 ] + 3 \* dcVal + 2 )  >>  2, with x = 1..nTbS − 1 (8‑43)

predSamples[ 0 ][ y ] = ( p[ −1 ][ y ] + 3 \* dcVal + 2 )  >>  2, with y = 1..nTbS − 1 (8‑44)

predSamples[ x ][ y ] = dcVal, with x, y = 1..nTbS − 1 (8‑45)

* Otherwise, the prediction samples predSamples[ x ][ y ] are derived as follows:

predSamples[ x ][ y ] = dcVal, with x, y = 0..nTbS − 1 (8‑46)

Otherwise (if cu\_transquant\_bypass\_flag is equal to 1 or cu\_transform\_skip\_flag is equal to 1) the values of the prediction samples predSamples[ x ][ y ], with x, y = 0..nTbS − 1, are derived as follows:

– predSamples[x][y] = ![](data:image/x-wmf;base64,183GmgAAAAAAAOAWAAIACQAAAADxSgEACQAAAxUCAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAALgFhIAAAAmBg8AGgD/////AAAQAAAAwP///63///+gFgAArQEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wIq/tAAAAAAAJABAAAAAgQCABBTeW1ib2wAdUoaCrvAUlsA7O8YANiULHWAATB1CBtmDQQAAAAtAQAACAAAADIKXQE0AAEAAAAoeRwAAAD7Air+0AAAAAAAkAEAAAACBAIAEFN5bWJvbAB1I00KuQBTWwDs7xgA2JQsdYABMHUIG2YNBAAAAC0BAQAEAAAA8AEAAAgAAAAyCl0BQRYBAAAAKXkcAAAA+wKg/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AvPAYANiULHWAATB1CBtmDQQAAAAtAQAABAAAAPABAQAIAAAAMgpgAc0VAQAAAF15CAAAADIKYAE4FQEAAAAxeQgAAAAyCmABaRICAAAAXVsIAAAAMgpgAdQRAQAAADFbCAAAADIKYAGNDwEAAABbWwgAAAAyCmABGg0BAAAAXVsIAAAAMgpgAV4LAgAAAF1bCAAAADIKYAHJCgEAAAAxWwgAAAAyCmABgggBAAAAW1sIAAAAMgpgAQkGAQAAAF1bCAAAADIKYAF0BQEAAAAxWwgAAAAyCmABpQICAAAAXVsIAAAAMgpgAXEBAQAAAFtbHAAAAPsCoP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHUjTQq6AFNbALzwGADYlCx1gAEwdQgbZg0EAAAALQEBAAQAAADwAQAACAAAADIKYAFfFAEAAAAtWwgAAAAyCmAB+xABAAAALVsIAAAAMgpgAb0NAQAAAC1bCAAAADIKYAHwCQEAAAAtWwgAAAAyCmABrAYBAAAAK1sIAAAAMgpgAZsEAQAAAC1bHAAAAPsCoP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALzwGADYlCx1gAEwdQgbZg0EAAAALQEAAAQAAADwAQEACAAAADIKYAF7EwEAAAB5WwgAAAAyCmABHBABAAAAeFsIAAAAMgpgAegOAQAAAHBbCAAAADIKYAFwDAEAAAB5WwgAAAAyCmABEQkBAAAAeFsIAAAAMgpgAd0HAQAAAHBbCAAAADIKYAG3AwEAAAB5WwgAAAAyCmABAAIBAAAAeFsIAAAAMgpgAcwAAQAAAHBbCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0ADQgbZg0AAAoAOACKAQAAAAABAAAA2PIYAAQAAAAtAQEABAAAAPABAAADAAAAAAA=).

The neighboring samples p[ x ][ y ], with x, y = 0..nTbS − 1, are reconstructed by

– p[x][y] = r[x][y] + predSamples[x][y].

Add section 8.4.4.2.7

8.4.4.2.7 Specification of intra prediction mode INTRA\_SWP

The section describes the process which is invoked for prediction if trans\_quant\_bypass\_flag is equal to 1 and predModeIntra is equal to INTRA\_PLANAR.

Inputs to this process are:

– a sample location ( xTbCmp, yTbCmp ) specifying the top-left sample of the current block relative to the top‑left sample of the current picture,

– a variable nTbS specifying the transform block size,,

* the residual sample array values r[ x ][ y ], with x, y = 0..nTbS − 1.

Output of this process are the predicted samples predSamples[ x ][ y ], with x, y = 0..nTbS − 1.

The variable bitDepth is derived as follows:

– If cIdx is equal to 0, bitDepth is set equal to BitDepthY.

– Otherwise, bitDepth is set equal to BitDepthC.

SWP\_Table is set to {8, 6, 4, 3, 2, 2, 1, 1, 1} and SWP\_Max\_Argument is set to 8.

The nTbS \* 4 + 4 neighbouring samples p[ x ][ y ] that are constructed samples, with x = −2..−1, y = −2..nTbS−1 and x = −2..nTbS−1, y = −2..−1, are derived as follows:

– The neighbouring location (xNbCmp, yNbCmp ) is specified by ( xNbCmp, yNbCmp ) = ( xTbCmp + x, yTbCmp + y )

* The current luma location ( xTbY, yTbY ) and the neighbouring luma location (xNbY, yNbY) are derived as follows:
* ( xTbY, yTbY ) = ( cIdx  = =  0 ) ? ( xTbCmp, yTbCmp ) : ( xTbCmp \* SubWidthC, yTbCmp \* SubHeightC )
* ( xNbY, yNbY ) = ( cIdx  = =  0 ) ? ( xNbCmp, yNbCmp ) : ( xNbCmp \* SubWidthC, yNbCmp \* SubHeightC )
* The availability derivation process for a block in z-scan order as specified in subclause 6.4.1 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xTbY, yTbY ) and the neighbouring luma location ( xNbY, yNbY ) as inputs, and the output is assigned to availableN.
* Each sample p[ x ][ y ] is derived as follows:
* If the variable availableN is set to FALSE, p[ x ][ y ] is set to ( 1 << ( bitDepth – 1 ) ).
* Otherwise, the sample at the location ( xNbCmp, yNbCmp ) is assigned to p[ x ][ y ].

Each sample predSample[ x ][ y ] is derived as follows:

* SADopt is set to (1 << (bitDepth + 1))
* If x is smaller than ( nTbS – 1 ), candidate positions are given by N0 = {(m,n) | (0,-1), (1,-1), (-1,0), (-1,-1)}
* Otherwise, candidate positions are given by N0 = {(m,n) | (0,-1), (-1,0), (-1,-1)}
* For each entry from N0 the following process is applied:
  + SADm,n = | p[ x–1 ][ y ] – p[ x–1+m ][ y+n ] | + | p[ x ][ y–1 ] – p[ x+m ][ y–1+n ] |
  + If SADm,n  is smaller than SADopt, SADopt is set to SADm,n and popt is set to p[ x+m ][ y+n ]
  + If ( SADm,n >> ( bitDepth – 6 ) ) is greater than SWP\_Max\_Argument, wm,n is set to 0
  + Otherwise wm,n is set to SWP\_Table[ SADm,n >> ( bitDepth – 6 ) ]
* If SADopt is equal to zero, predSample[ x ][ y ] is set to popt
* Otherwise, predSample[ x ][ y ] is calculated depending on x and popt as follows:
  + If x is smaller than ( nTbS – 1 ):

predSample[ x ][ y ] = (p[ x–1 ][ y ] \* w-1,0 + p[ x–1 ][ y–1 ] \* w-1,-1 + p[ x ][ y–1 ] \* w0,-1

+ p[ x+1 ][ y–1 ] \* w1,-1 + popt\*(32 – w-1,0 –w-1,-1 –w0,-1 –w1,-1) + 16 ) >> 5.

* + Otherwise:

predSample[ x ][ y ] = (p[ x–1 ][ y ] \* w-1,0 + p[ x–1 ][ y–1 ] \* w-1,-1 + p[ x ][ y–1 ] \* w0,-1

+ popt\*(32 – w-1,0 –w-1,-1 –w0,-1) + 16 ) >> 5

* The neighbouring sample p[ x ][ y ] is updated as follows:

p[ x ][ y ] = r[ x ][ y ] + predSample[ x ][ y ]