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# Abstract

In this proposal, an adaptive POC signaling is proposed. Unlike the current HEVC design which signals for each picture a fixed number of Least Significant Bits (LSB) of the POC, with this proposal, pictures having different temporal\_id values can be signalled with different number of bits for the POC LSB.

# Problem

In the current HEVC design, POC values of pictures are signalled using POC LSB. The length of the POC LSB is fixed for the whole coded video sequence.

When the length of the POC LSB is not large, there is a problem on temporal scalability.

If the length of the least significant bits (LSBs) of POC is e.g. 4 bits, and if the bitstream is temporally scalable, then in an extracted bitstream subset containing one or more of the lower temporal layers, the gap of POC values may result in incorrect POC values of pictures.

Assume a temporal scalable bitstream has at least two temporal layers, with the lowest temporal layer having temporal\_id equal to 0, and other temporal layers having temporal\_id greater than 0. Pictures of the lowest temporal layer have POC values of 10\*n, i.e., 0, 10, 20, 30, 40, …, and so on, and only 4 bits are used to signal the POC LSB, hence the LSB values are in the range of 0 to 15, inclusive. Thus, when the picture with POC equal to 20, for which the POC LSB value is 4, is lost, the POC value of the picture with POC equal to 30, for which the POC LSB value is 14, would be derived as equal to 14, and consequently for the following pictures the derived POC values would also be incorrect.

To solve the above problem, the encoder can choose to increase the number of bits used for the POC LSB signaling, thus more bits are to be used for every slice.

# Proposal

It is proposed pictures with a lower temporal\_id may be signalled with a larger length POC LSB value.

## Sequence parameter set RBSP syntax

|  |  |
| --- | --- |
| seq\_parameter\_set\_rbsp( ) { | Descriptor |
| **profile\_idc** | u(8) |
| **reserved\_zero\_8bits** /\* equal to 0 \***/** | u(8) |
| **level\_idc** | u(8) |
| **seq\_parameter\_set\_id** | ue(v) |
| **max\_temporal\_layers\_minus1** | u(3) |
| **pic\_width\_in\_luma\_samples** | u(16) |
| **pic\_height\_in\_luma\_samples** | u(16) |
| **bit\_depth\_luma\_minus8** | ue(v) |
| **bit\_depth\_chroma\_minus8** | ue(v) |
| **pcm\_bit\_depth\_luma\_minus1** | u(4) |
| **pcm\_bit\_depth\_chroma\_minus1** | u(4) |
| **log2\_max\_frame\_num\_minus4** | ue(v) |
| **min\_poc\_lsb\_len\_minus4** | ue(v) |
| **num\_add\_poc\_lsb\_lens** | ue(v) |
| for ( i=0; i < num\_add\_poc\_lsb\_lens; i++ ) { |  |
| **max\_temporal\_id\_poc\_len**[ i ] | u(3) |
| **poc\_len\_delta\_minus1**[ i ] | ue(v) |
| } |  |
| **max\_num\_ref\_frames** | ue(v) |
| **gaps\_in\_frame\_num\_value\_allowed\_flag** | u(1) |
| **log2\_min\_coding\_block\_size\_minus3** | ue(v) |
| **log2\_diff\_max\_min\_coding\_block\_size** | ue(v) |
| **log2\_min\_transform\_block\_size\_minus2** | ue(v) |
| **log2\_diff\_max\_min\_transform\_block\_size** | ue(v) |
| **log2\_min\_pcm\_coding\_block\_size\_minus3** | ue(v) |
| **max\_transform\_hierarchy\_depth\_inter** | ue(v) |
| **max\_transform\_hierarchy\_depth\_intra** | ue(v) |
| **chroma\_pred\_from\_luma\_enabled\_flag** | u(1) |
| **loop\_filter\_across\_slice\_flag** | u(1) |
| **sample\_adaptive\_offset\_enabled\_flag** | u(1) |
| **adaptive\_loop\_filter\_enabled\_flag** | u(1) |
| **pcm\_loop\_filter\_disable\_flag** | u(1) |
| **cu\_qp\_delta\_enabled\_flag** | u(1) |
| **temporal\_id\_nesting\_flag** | u(1) |
| **inter\_4x4\_enabled\_flag** | u(1) |
| rbsp\_trailing\_bits( ) |  |
| } |  |

## Sequence parameter set RBSP Semantics

**num\_add\_poc\_lsb\_lens** specifies the number of the following syntax element pairs max\_temporal\_id\_poc\_len[ i ] and poc\_len\_delta\_minus1[ i ] present in the sequence parameter set. The value of num\_add\_poc\_lsb\_lens shall be in the range of 0 to max\_temporal\_layers\_minus1.

**max\_temporal\_id\_poc\_len**[ i ] and **poc\_len\_delta\_minus1**[ i ], together with min\_poc\_lsb\_len\_minus4, specify the different lengths, in bits, used to represent the pic\_order\_cnt\_lsb syntax element for different coded pictures. The value of max\_temporal\_id\_poc\_len[ i ] shall be in the range of 0 to max\_temporal\_layers\_minus1, inclusive. The value of poc\_len\_delta\_minus1[ i ] shall be in the range of 0 to 27, inclusive. If not present, the value of max\_temporal\_id\_poc\_len[ i ] shall be inferred to be equal to 0 . If not present, the value of poc\_len\_delta\_minus1[ i ] shall be inferred to be equal to –1.

## Derivation of the POC LSB length

The variables PocLsbLen[ i ], for i values in the range of 0 to max\_temporal\_layers\_minus1, inclusive, are derived as follows:

len = min\_poc\_lsb\_len\_minus4 + 4  
for( i = 0; i <= max\_temporal\_layers\_minus1; i++ )  
 PocLsbLen[ i ] = len  
if( num\_add\_poc\_lsb\_lens > 0 ) {  
 for( i = 0; i < num\_add\_poc\_lsb\_lens – 1; i++ )  
 {  
 len += poc\_len\_delta\_minus1[ i ] + 1  
 for( tid = max\_temporal\_id\_poc\_len[ i ]; tid > max\_temporal\_id\_poc\_len[ i +1 ]; tid--)  
 PocLsbLen[ tid ] = len   
 }  
 len+= poc\_len\_delta\_minus1[ i ] + 1  
 while( tid >=0 )  
 PocLsbLen[ tid-- ] = len (8-x)  
}

## Slice header semantics

Let temporal\_id of the coded slice NAL unit be tId. The variable PocLSBLength is derived as equal to PocLsbLen[ tId ].

The variable MaxPicOrderCntLsb is derived as equal to 2PocLSBLength.

**pic\_order\_cnt\_lsb** specifies the value of the variable PicOrderCntLsb used in the derivation of the picture order count of the coded picture . The length of the pic\_order\_cnt\_lsb syntax element is PocLSBLength bits. The value of the pic\_order\_cnt\_lsb syntax element shall be in the range of 0 to MaxPicOrderCntLsb − 1, inclusive.

The variable PicOrderCntLsb is derived as equal to pic\_order\_cnt\_lsb.

## Decoding process for picture order count

Output of this process is PicOrderCnt, the picture order count of the current picture.

Each coded picture is associated with one picture order count, called PicOrderCnt. PicOrderCnt indicates the picture order of the corresponding picture relative to the previous IDR picture in decoding order.

The variables prevPicOrderCntLsb and prevPicOrderCntMsb are derived as follows.

* If the current picture is an IDR picture, both prevPicOrderCntLsb and prevPicOrderCntMsb are set equal to 0.

– Otherwise (the current picture is not an IDR picture), the following applies.

– Let prevRefPic be the previous reference picture in decoding order ~~that has temporal\_id equal to 0~~ and prevPicOrderCnt be equal to PicOrderCnt of prevRefPic. The variable prevPicOrderCntLsb is set equal to Abs( pic\_order\_cnt\_lsb) % MaxPicOrderCntLsb ~~of prevRefPic~~, and the variable prevPicOrderCntMsb is set equal to prevPicOrderCnt – prevPicOrderCntLsb ~~PicOrderCntMsb  of prevRefPic~~.

PicOrderCntMsb of the current picture is derived as specified by the following pseudo-code:

if( ( pic\_order\_cnt\_lsb < prevPicOrderCntLsb ) &&  
 ( ( prevPicOrderCntLsb − pic\_order\_cnt\_lsb ) >= ( MaxPicOrderCntLsb / 2 ) ) )  
 PicOrderCntMsb = prevPicOrderCntMsb + MaxPicOrderCntLsb (8-x)  
else if( (pic\_order\_cnt\_lsb > prevPicOrderCntLsb ) &&  
 ( (pic\_order\_cnt\_lsb − prevPicOrderCntLsb ) > ( MaxPicOrderCntLsb / 2 ) ) )  
 PicOrderCntMsb = prevPicOrderCntMsb − MaxPicOrderCntLsb  
else  
 PicOrderCntMsb = prevPicOrderCntMsb

PicOrderCnt is derived as

PicOrderCnt = PicOrderCntMsb + pic\_order\_cnt\_lsb (8-x)
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